## COSC 201 - Assignment \#3 Fall 2012

Objective: In my opinion, Graphs and Graph Algorithms are essential to any Algorithms and Data Structures course. In this project, you will explore how to represent a graph as a data structure, then apply two algorithms:

> Bellman-Ford Algorithm (generalized weighted shortest path)
> Floyd-Warshall Algorithm (generalized weighted shortest path)

Both algorithms can be considered for a weighted, directed graph (though in both cases, they can be applied to undirected graphs as well). The Bellman-Ford Algorithm can be found in section 14.4, and a good description of the Floyd-Warshall Algorithm can be found at http://www.algorithmist.com/index.php/Floyd-Warshall\'s_Algorithm (as well as other places on the web). Note, that these algorithms have been chosen because you can find a ton of resources on the web for these algorithms.

Representing our graph could be done either as an adjacency matrix or adjacency list (see section 14.1). It is my opinion that an adjacency matrix is the easier of the two to understand and implement. As such, I will be using an adjacency matrix to represent our graph (see below). Again, you can find a ton of resources for these via simple Google search.

This project is designed to test your ability in reading algorithms and translating them to Java. This is something that is commonly asked of students and practitioners, and as such, is an essential skill. To help promote this, the TAs and I will answer any specific question in regards to understanding the algorithms (no "Could you walk through and explain the entire algorithm for me?"), but will not discuss how to translate the algorithms to code. Nor will we dedicate a lecture in class to the algorithms (we will discuss, briefly, the possible representations of a graph).

Code Requirements: As with the last project, you will utilize a driver that I provide to test your code. Here are the details:

Class name: GraphAlgorithms
Class constructor signature: public GraphAlgorithms()
Primary method signature: public int processGraph(int[][] graph, int algorithm, int s, int d);
The parameters for the method signature include a two-dimensional integer array representing our graph, an int (algorithm) representing which algorithm I would like run on the graph (1 for Bellman-Ford, 2 for Floyd-Warshall), an integer representing the source node, and finally an integer representing the destination node. Your code should then compute the shortest weighted path from the source node to the destination node using the algorithm indicated.

As before, you will be able to test your code with my driver before needing to submit your code. If your code does not work with my driver, check your signatures with the above requirements first.

Testing: You should write your code with the method signatures noted above. I will be using my own driver class to run your projects and you should test your code using said driver class. The driver (Proj3Driver.java) will be posted to the course website by $11 / 28$ and will include appropriate and informative output. The driver should not be altered by you in any way and will include the following errors that you will need handle by printing out an informative message and continuing (do not let the program crash on an invalid input).

Errors
Presence of a negative cost cycle.
No path present from s to d.
Source vertex does not exist.
Destination vertex does not exist.

Expectations: Your code will need to be neat, concise, well documented and above all, correct (see Testing). All classes should have headers and each method should have comments describing the method's function including pre and post conditions (see http://www.cs.colorado.edu/~main/supplements/chapt01.ppt for a good introduction to pre and post conditions). Any novel or possibly confusing code should be explained, as I do get confused and distracted easily.

Grading rubric will be given out at least a week ahead of the due date. This project is to be done individually, but you should feel free to collaborate with your classmates. If you collaborate with someone, please note this in your comments, but note that every person will be responsible for their own submission.

Learning Targets: graph data structure, graph algorithms, two-dimensional arrays, translation of pseudocode

DUE: All source code due December 5, 11:59 pm Eastern via Digital Dropbox. Remember that individual submissions are expected.

